**Basmv2: An Assembler for Beehive v2**

Tom Rodeheffer, MSR Silicon Valley

Basmv2 is a simple, non-relocating assembler for the Beehive version 2 instruction set described in a document that has not yet been written. The instruction set is summarized in section 4. Basmv2 reads one or more assembler source files and writes a listing file, a code segment file, and a data segment file. The segment files are in Virtex VMEM format.

# Installing Basmv2

Get the zip file Basmv2.zip from <file://msr-svc/users/tomr/Beehive/Basmv2.zip> and unpack it. The zip file contains a .NET executable Basmv2.exe along with a Beehive shell program btest.s and the output listing and segment files that result from executing the command

Basmv2 –code1 –data4 btest.s

Put Basmv2.exe into a directory on your search path. Basmv2 is invoked using the command line as explained in the next section.

# Running Basmv2

Basmv2 is invoked using the command line

Basmv2 [options] sourcea.s sourceb.s ...

Options start with a hypen (-). The following options are supported:

-o out Use out as the base file name for the output files, rather than the default, which is to use the first source file name.

-code1 Set the word size in the code segment to 1. This produces a word-addressed architecture for instruction addresses. The address offset from one instruction to the next is 1. This is the default.

-code4 Set the word size in the code segment to 4. This produces a byte-addressed architecture for instruction addresses. The address offset from one instruction to the next is 4.

-data1 Set the word size in the data and absolute segments to 1. This produces a word-addressed architecture for data addresses. The address offset from one data word to the next is 1. This is the default.

-data4 Set the word size in the data and absolute segments to 4. This produces a byte-addressed architecture for data addresses. The address offset from one data word to the next is 4.

-sim Run the simulator after a successful assembly. See section 4 for a discussion of the simulator.

Although any extension may be used for the assembler source files, the extension .s is recommended. Multiple source files are concatenated to form a single input source program, which provides rudimentary multi-module support. The output files have the following extensions:

.lst the listing file

code.mem the code segment file

data.mem the data segment file

Note that the code and data segment files append “code” and “data” to the base part of the file name. In this way each of the segment files has a “.mem” extension, which is required by the Virtex tools.

# Source file format

The assembler source files consist of comments, label definitions, symbol definitions, instructions, and directives.

## Comments

An end-of-line comment starts with // and goes to the end of the line. A multiline comment starts with /\* and ends with a matching \*/ and may be nested. Comments are treated as white space.

// this is an end-of-line comment

/\* this is a multiline comment

/\* multiline comments may be nested \*/ \*/

Generally each source line contains zero or more label definitions and, optionally, an equate definition or an assembler statement. However, multiple logical lines can be placed on the same physical line by separating them with semicolons.

## Identifiers, numbers, and strings

A word is a non-empty sequence of alphabetic characters, digits, “.”, and “\_”.

An identifier is a word that does not start with a digit. An identifier that starts with “.” is special as explained later.

A number is a word that starts with a digit. As in C, if the number starts with “0x” it is interpreted in hexadecimal, otherwise if it starts with “0” it is interpreted in octal, otherwise it is interpreted in decimal.

A string is enclosed in double quotes (") and has the usual escapes using backslash (\) as in C. A string can span multiple lines. Escaping the newline prevents the newline from being part of the string. A string of up to four characters can be used as a constant in an expression. The first character defines the low order eight bits, the second character (if any) the next eight bits, and so on, with any leftover bits being defined as zero.

## Expressions

Words can be combined into expressions using parenthesis, prefix operators, and infix operators. Prefix operators have precedence over infix operators. For simplicity, all infix operators have the same precedence and associate to the left.

The prefix operators are

+ positive

- negative

~ bit complement

$ register number

The infix operators are

+ addition

- subtraction

| bit or

& bit and

^ bit xor

\* multiplication

/ unsigned division

% unsigned remainder

ROR rotate right

ROL rotate left

LSR logical shift right

LSL logical shift left

ASR arithmetic shift right

ASL arithmetic shift left (identical to logical shift left)

Note that the infix operators ROR, ROL, etc. are reserved words in the grammar.

## Registers

Ordinary registers are specified via register numbers using the dollar sign ($) prefix operator. The ordinary registers are $0, $1, $2, etc. You can also write expressions such as $(3+4) but this is probably not very useful. An identifier may be defined as an ordinary register.

Special registers are specified via the following predefined identifiers:

pc the program counter register, read via Ra overload 31

link the link register, read via Ra overload 30, written via Rw overload 30

rq the read queue register, read via Ra overload 29

wq the write queue register, written via Rw overload 31

Basmv2 ensures that ordinary registers and special registers are used only in their proper places. For example, Basmv2 checks that $31 is not specified for Ra, which would not work because of Ra overloading.

## Values and types

Expressions compute values and values have types. The simplest type is an absolute number such as 0, 1, 2, etc. Strings that are used as constants in an expression are also considered to be absolute numbers. Absolute numbers can be combined in an expression using any of the arithmetic and bit operators.

Another type is a register number. A register number is obtained by applying the prefix register number operator ($) to an absolute number. Each of the special registers is also its own type. Register numbers and special registers cannot be further combined in an expression.

Another type is an offset in the code segment. Two code segment offsets can be subtracted to produce an absolute number. An absolute number can be added to or subtracted from a code segment offset, producing a code segment offset. There is no other way to use a code segment offset in an expression.

The final type is an offset in the data segment. These offsets are analogous to code segment offsets.

The restrictions on segment offsets exist in anticipation of the future development of a relocating assembler and linker. It is anticipated that code and data segments would have to be relocated by the linker.

## Label definitions

A label definition consists of an identifier followed by a colon:

identifier: // this is a label definition

The identifier is assigned the address of the current location. Note that the current location can be in the code segment, in the data segment, or an absolute value (in the “absolute” segment). The segment type is part of the address.

Multiple label definitions may appear at the start of a line. Any given identifier can be defined at most once.

## Equate definitions

An equate definition consists of an identifier followed by an equals sign (=) followed by an expression followed by the end of the line. Any identifiers used in the expression must be defined earlier in the input source.

identifier = expression // this is an equate definition

The identifier is assigned the value of the expression. Note that values come in various types. A value can be an absolute number, an offset in the code segment, an offset in the data segment, a register number, or one of the special registers.

## Instructions

An instruction consists of an opcode followed by a comma-separated list of arguments:

opcode arg,arg,arg,...

Each argument is an expression. The opcode defines a semantic operation with a given number of arguments that is to be assembled into a certain number of machine instructions. Most opcodes assemble into one instruction but a few assemble into two instructions. The assembled instructions are emitted into the current segment.

Although lexically an opcode is an identifier, it is not in the same namespace as predefined and user defined identifiers. Opcodes are not reserved words. The various classes of instructions are described next.

### Basic functions

The Beehive CPU supports eight basic arithmetic and logical functions which are specified via opcodes as follows:

add w,a,b // w = a + b

sub w,a,b // w = a - b

or w,a,b // w = a | b

orn w,a,b // w = a | ~b

and w,a,b // w = a & b

andn w,a,b // w = a & ~b

xor w,a,b // w = a ^ b

xorn w,a,b // w = a ^ ~b

Each of the arguments is an expression that specifies a value as follows:

w a register number or a special register “wq” or “link”.

a a register number or a special register “pc”, “link”, or “rq”.

b a register number or an absolute number in the range 0..0xfff.

The instruction assembles into a machine instruction using the NOSHIFT op in order to permit the widest range of constants.

### Basic function with address queue pushes

The Beehive CPU has machine instructions that push the result of any of the eight basic functions onto the address queue in addition to writing it to the destination register. These machine instructions are specified by opcode families derived from each of the basic function opcodes. For simplicity, we show only the opcode family for “add”. Analogous families exist for each of the other basic functions.

aqr\_add w,a,b // aqr = w = a + b (memory read)

aqw\_add w,a,b // aqw = w = a + b (memory write)

Each of the arguments is an expression that specifies a value as follows:

w a register number or a special register “wq” or “link”.

a a register number or a special register “pc”, “link”, or “rq”.

b a register number or an absolute number in the range 0..0xfff.

### Basic function with shifts

The Beehive CPU has machine instructions that apply an arbitrary shift of any of five types to the result of any of the eight basic functions. These machine instructions are specified by opcode families derived from each of the basic function opcodes. For simplicity, we show only the opcode family for “add”. Analogous families exist for each of the other basic functions.

add\_ror w,a,b,s // w = (a + b) rotate right s

add\_rol w,a,b,s // w = (a + b) rotate left s

add\_lsr w,a,b,s // w = (a + b) logical shift right s

add\_lsl w,a,b,s // w = (a + b) logical shift left s

add\_asr w,a,b,s // w = (a + b) arithmetic shift right s

Each of the arguments is an expression that specifies a value as follows:

w a register number or a special register “wq” or “link”.

a a register number or a special register “pc”, “link”, or “rq”.

b a register number or an absolute number in the range 0..0x7f.

s an absolute number in the range 0..31.

Note that the permissible range of absolute numbers in argument b is reduced considerably because of the necessity to specify a shift count.

The Beehive CPU version 2 omits the rotate left option, since this is redundant with rotate right. Therefore Basmv2 assembles *rotate left s* as *rotate right 32-s.*

### Basic function with jumps

The Beehive CPU has machine instructions that conditionally jump to an address which is the result of any of the eight basic functions. These machine instructions are specified by opcode families derived from each of the basic function opcodes. For simplicity, we show only the opcode family for “add”. Analogous families exist for each of the other basic functions.

call\_add a,b // link = nextpc; goto (a + b)

j\_add a,b // goto (a + b)

jz\_add a,b // if (ZERO) goto (a + b)

jm\_add a,b // if (MINUS) goto (a + b)

jc\_add a,b // if (CARRY) goto (a + b)

jnz\_add a,b // if (!ZERO) goto (a + b)

jnm\_add a,b // if (!MINUS) goto (a + b)

jnc\_add a,b // if (!CARRY) goto (a + b)

j0\_add a,b // if (condition0) goto (a + b)

j1\_add a,b // if (condition1) goto (a + b)

j2\_add a,b // if (condition2) goto (a + b)

j3\_add a,b // if (condition3) goto (a + b)

j4\_add a,b // if (condition4) goto (a + b)

j5\_add a,b // if (condition5) goto (a + b)

j6\_add a,b // if (condition6) goto (a + b)

j7\_add a,b // if (condition7) goto (a + b)

Each of the arguments is an expression that specifies a value as follows:

a a register number or a special register “pc”, “link”, or “rq”.

b a register number or an absolute number in the range 0..0x1ffff.

In Beehive CPU version 2, only the call instruction saves the nextpc. None of the other jump instructions affects the link register. Conditions 0 through 7 are subject to future definition.

### Synthesized loads

It may be observed that the Beehive CPU lacks instructions that load one register from another or from a constant. However, in many cases the desired effect can be obtained by employing a proper selection of ALU function and arguments. This is particularly effective if some register can be assumed to contain a useful value such as, for example, zero. See the .assume directive for how to tell the assembler about an assumed value. Basmv2 provides the following synthesized load opcodes that assemble into a single machine instruction:

ld w,f // w = f

aqr\_ld w,f // aqr = w = f (memory read)

aqw\_ld w,f // aqw = w = f (memory write)

ror w,f,s // w = f rotate right s

rol w,f,s // w = f rotate left s

lsr w,f,s // w = f logical shift right s

lsl w,f,s // w = f logical shift left s

asr w,f,s // w = f arithmetic shift right s

Each of the arguments is an expression that specifies a value as follows:

w a register number or a special register “wq” or “link”.

f a register number; a special register “pc”, “link”, or “rq”; the absolute numbers 0 or 0xffffffff; or any constant offset up to plus or minus 0xfff (only 0x7f in the case of the shift opcodes) from an assumed register value.

s an absolute number in the range 0..31.

Note that specifying a register number of $29, $30, or $31 in argument f requires having an assumed zero register in order to get around Ra overloads. Note that special register “pc” always has an assumed value.

The Beehive CPU version 2 omits the rotate left option, since this is redundant with rotate right. Therefore Basmv2 assembles *rotate left s* as *rotate right 32-s.*

### Synthesized jumps

As in the case of synthesized loads, Basm provides the following synthesized jump opcodes that assemble into a single machine instruction:

call f // link = nextpc; goto f

j f // goto f

jz f // if (ZERO) goto f

jm f // if (MINUS) goto f

jc f // if (CARRY) goto f

jnz f // if (!ZERO) goto f

jnm f // if (!MINUS) goto f

jnc f // if (!CARRY) goto f

j0 f // if (condition0) goto f

j1 f // if (condition1) goto f

j2 f // if (condition2) goto f

j3 f // if (condition3) goto f

j4 f // if (condition4) goto f

j5 f // if (condition5) goto f

j6 f // if (condition6) goto f

j7 f // if (condition7) goto f

The argument f is an expression that specifies a value as follows:

f a register number; a special register “pc”, “link”, or “rq”; the absolute numbers 0 or 0xffffffff; or any constant offset up to plus or minus 0x1ffff from an assumed register value.

Note that specifying a register number of $29, $30, or $31 in argument f requires having an assumed zero register in order to get around Ra overloads. Note that special register “pc” always has an assumed value. This is particularly useful in the case of synthesized jumps.

In Beehive CPU version 2, only the call instruction saves the nextpc. None of the other jump instructions affects the link register. Conditions 0 through 7 are subject to future definition.

### Load link immediate

The Beehive CPU has a “load link immediate” instruction that loads the high order 28 bits of the “link” register with a 28-bit constant and the low order 4 bits with zero:

lli i // link = i

The argument i is an expression that specifies a value as follows:

i an absolute number whose low order four bits are zero.

### Synthesized long loads

Any 32-bit value can be loaded into a register by using a “load link immediate” instruction to place the high order 28 bits in the “link” register followed by an “or” instruction to combine it with the low order 4 bits. Basm provides the following opcodes that assemble to this sequence:

long\_ld w,k // w = k

aqr\_long\_ld w,k // aqr = w = k (memory read)

aqw\_long\_ld w,k // aqw = w = k (memory write)

Each of the arguments is an expression that specifies a value as follows:

w a register number or a special register “wq” or “link”.

k any absolute number, any address in the code segment, or any address in the data segment.

### Synthesized long jumps

Since the “load link immediate” instruction does not affect the condition codes, it can be used as a prefix to a conditional jump in order to jump conditionally to an arbitrary address. Basmv2 provides the following synthesized long jumps that assemble into a sequence of two machine instructions:

long\_call k // link = nextpc; goto k

long\_j k // goto k

long\_jz k // if (ZERO) goto k

long\_jm k // if (MINUS) goto k

long\_jc k // if (CARRY) goto k

long\_jnz k // if (!ZERO) goto k

long\_jnm k // if (!MINUS) goto k

long\_jnc k // if (!CARRY) goto k

long\_j0 k // if (condition0) goto k

long\_j1 k // if (condition1) goto k

long\_j2 k // if (condition2) goto k

long\_j3 k // if (condition3) goto k

long\_j4 k // if (condition4) goto k

long\_j5 k // if (condition5) goto k

long\_j6 k // if (condition6) goto k

long\_j7 k // if (condition7) goto k

The argument k is an expression that specifies a value as follows:

k any absolute number, any address in the code segment, or any address in the data segment.

### Simulator control

Basm provides the following instruction as a run-time interface to the simulator:

simctrl s // simulator control s

The argument s is an expression that specifies a value as follows:

s an absolute number in the range 0..31.

This instruction assembles as Rw=0, Ra=0, Rb=0, const=0, count=s, Fun=OR, Op=NOSHIFT. Observe that in the Beehive CPU architecture this is equivalent to

or $0,$0,$0

because the count field is irrelevant in such an instruction. However, the simulator notices this instruction and takes special actions based on s. See section 4 for a discussion of the simulator controls.

## Directives

A directive consists of an opcode possibly followed by some arguments. Although lexically an opcode is an identifier, it is not in the same namespace as predefined and user defined identifiers. In order to make clear which opcodes are instructions and which are directives, directive opcodes start with a period. The various directives are described next.

### Segment selection directives

Basm implements three segments: a code segment, a data segment, and an absolute segment. Labels get the type of the segment in which they are defined. Each segment maintains a current location that advances independently. Assembled instructions and words can be emitted into the code and data segments.

The following directives change the current segment:

.code // switch to code segment

.data // switch to data segment

.abs i // switch to absolute segment location i

The argument i is an expression that specifies a value as follows:

i any absolute number.

Although words cannot be emitted into the absolute segment, its current location can be advanced. This makes it convenient to define absolute labels in laying out a structure.

### Advance current location directives

The following directive advances the current location within the current segment:

.blkw i // advance current location by i \* wordsize

.blkb i // advance current location by i

The argument i is an expression that specifies a value as follows:

i any absolute number.

.blkw advances by a number of words and .blkb by a number of bytes. This only makes a difference when *wordsize* is 4. The effects are identical when *wordsize* is 1. Note that *wordsize* is a property of the current segment, since the word size in the code segment can be different from the word size in the data or absolute segment.

### Align current location directive

The following directive advances the current location within the current segment, if necessary, until it has a specified alignment:

.align i // advance current location until it is 0 mod i

The argument i is an expression that specifies a value as follows:

i any absolute number that is a power of two

Note that the current location need not be on a word boundary when current segment’s word size is 4. This can result from use of the .abs, .blkb, .byte, .string, or .ascii directives, for example. The .align directive is used to reestablish a desired alignment.

### Emit words or bytes directives

The following directive emits words into the current segment:

.word k,k,k,… // emit words

.byte k,k,k,… // emit bytes

Each of the arguments k is an expression that specifies a value as follows:

k any absolute number, any address in the code segment, or any address in the data segment.

Multiple arguments separated by commas may be specified. Effects are identical when the current segment’s word size is 1.

### Emit string directives

The following directives emit a string into the current segment:

.ascii z // emit string

.string z // emit string with null terminator

The argument z is a string of any length. The characters in the string are emitted in order effectively using .byte directives. In the case of .string an additional zero byte is emitted at the end.

### Region nesting directives

Basm maintains a current region name as it processes the source input. Any identifier that starts with a “.” (except for “.” itself) is implicitly prefixed by the current region name. This permits labels and symbols to be abbreviated locally in a region. Regions can be nested.

.enter name // enter region

.leave name // leave region

The argument name is an identifier that is used to name the region. Note that if this identifier starts with “.” it will itself be subject to the implicit prefix transformation. To make this work with nested regions, in both .enter and .leave the argument belongs to the enclosing region.

Opcodes are immune to the implicit prefix transformation.

### Assume register directives

The utility of the opcodes that synthesize instructions is greatly enhanced if some registers can be assumed to contain a known value, for example, zero. This is specified by the following directives:

.assume r,k // henceforth assume r = k

.noassume r // henceforth contents of r is unknown

Each of the arguments is an expression that specifies a value as follows:

r a register number.

k any absolute number, any address in the code segment, or any address in the data segment.

The .assume applies to all subsequent source input lines until cancelled by a .noassume.

### Commentary directives

The gcc compiler emits directives related to global symbols and additional attributes in the symbol table. For the present, the following directives are ignored:

.size n,k // declare size of symbol n to be k

.type n,... // declare type of symbol n

.file s // file name s

.ident s // compiler identification s

.globl n // declare symbol n as global

.long n,... // alias for .word

## Predefined symbols

Basm manages a collection of predefined symbols. Some of these symbols have values that change as assembly progresses (which is not possible for user defined symbols). The predefined symbols are as follows:

pc the program counter special register, read via Ra overload 31

link the link special register, read via Ra overload 30, written via Rw overload 30

rq the read queue special register, read via Ra overload 29

wq the write queue special register, written via Rw overload 31

code offset 0x0 in the code segment

data offset 0x0 in the data segment

. the current location in the current segment

code. the current location in the code segment

data. the current location in the data segment

codewordsize address offset between words in the code segment (an absolute number)

datawordsize address offset between words in the data segment (an absolute number)

codewordror log base 2 of codewordsize (an absolute number)

datawordror log base 2 of datawordsize (an absolute number)

# Beehive architecture v2

The Beehive architecture is based on a 32-bit word. It has a register file containing 32 registers, a two-input ALU followed by a full barrel shifter, and an unusual queued interface to a memory controller for access to data memory and memory mapped IO. Instruction space and data space are separate.

In addition to the register file, there is a program counter register, a link register (for subroutine linkage and constant assembly), and a condition code register.

All instructions have the same format, as follows:
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## ALU function

Almost all instructions select two arguments, A and B, for the ALU, which performs a function determined by the Function field:

1. A + B
2. A – B
3. A & B
4. A & ~B
5. A | B
6. A | ~B
7. A ^ B
8. A ^ ~B

### ALU argument A

Argument A is specified by the Ra field. In most cases, Ra selects a register from the register file. However, certain values of Ra are overloaded. The Ra overloads are:

1. the read queue (takes one word; stalls until read queue is nonempty)
2. the link register
3. the program counter register (address of the current instruction)

### ALU argument B

When Const = 0, argument B is specified by the Rb field, which selects a register from the register file. Rb > 31 is reserved.

When Const = 1, argument B is generated as a constant assembled from the instruction in a mode determined by the Op field. There are three modes: RbConst, CountRbConst, and RwCountRbConst.

RbConst the constant is the Rb field (7 bits).

CountRbConst the constant is the concatenation of the Count and Rb fields (12 bits).

RwCountRbConst the constant is the concatenation of Rw[3:0], Count, and Rb fields (16 bits).

In all cases the constant is padded on the left with 0s to fill out the 32-bit word.

Beehive CPU version 2 does not include the high order bit of Rw in RwCountRbConst mode. This differs from version 1.

## Major Operation

The Op field determines the constant mode, the shift mode, and various major effects of the instruction, as follows:

1. RbConst, logical shift right by Count bits, write result in Rw
2. RbConst, logical shift left by Count bits, write result in Rw
3. RbConst, rotate right by Count bits, write result in Rw
4. Load link immediate (see below)
5. RbConst, arithmetic shift right by Count bits, write result in Rw
6. CountRbConst, no shift, write result in Rw
7. CountRbConst, no shift, write result in Rw and into address queue as a write command
8. CountRbConst, no shift, write result in Rw and into address queue as a read command
9. RwCountRbConst, no shift, jump operation (see below)
10. RwCountRbConst, no shift, jump operation (see below)
11. RwCountRbConst, no shift, jump operation (see below)
12. RwCountRbConst, no shift, jump operation (see below)
13. RwCountRbConst, no shift, jump operation (see below)
14. RwCountRbConst, no shift, jump operation (see below)
15. RwCountRbConst, no shift, jump operation (see below)
16. RwCountRbConst, no shift, jump operation (see below)

Many of the operations write the result of the shifter into register Rw in the register file. In these cases, if Rw = 31 the result is also written into the write queue or if Rw = 30 the result is also written into the link.

The load link immediate operation copies the instruction into the link register, replacing the low order 4 bits with zero. All other effects (condition code update, queue reads and writes, and register file writes) are suppressed.

The jump operations suppress condition code update, queue writes, and register file writes. (But notably a jump does not suppress queue reads, so it is possible to take a subroutine return address from the read queue and jump to it.) All of the jump operations use RwCountRbConst mode, so that 16 constant bits are available for pc-relative addressing. For jump operations, the high order bit of the Rw field is concatenated with the Op field so that 16 jumps are available. The jumps are:

|  |  |  |
| --- | --- | --- |
| Rw[4] | Op |  |
| 0 | 8 | Call instruction: link = nextpc, jump |
| 0 | 9 | Jump if MINUS |
| 0 | 10 | Jump if ZERO |
| 0 | 11 | Jump if CARRY |
| 0 | 12 | Jump ALWAYS |
| 0 | 13 | Jump if NOT MINUS |
| 0 | 14 | Jump if NOT ZERO |
| 0 | 15 | Jump if NOT CARRY |
| 1 | 8 | Jump if condition 0 |
| 1 | 9 | Jump if condition 1 |
| 1 | 10 | Jump if condition 2 |
| 1 | 11 | Jump if condition 3 |
| 1 | 12 | Jump if condition 4 |
| 1 | 13 | Jump if condition 5 |
| 1 | 14 | Jump if condition 6 |
| 1 | 15 | Jump if condition 7 |

As opposed to Beehive CPU version 1, which always loads nextpc into the link on a jump, in Beehive CPU version 2 only the call instruction does this. None of the other jumps affect the link. The conditions 0 through 7 are subject to future definition.

## Condition codes

Condition codes are updated at the end of an instruction (unless suppressed) and therefore always reflect the result of a previous instruction. Exactly those operations that write the result of the shifter into Rw are those that update the condition codes. The result of the shifter determines ZERO and MINUS. The result of the ALU function determines CARRY, which is undefined except for ADD and SUB.

## Reserved

When Const = 0, ALU argument B is specified by the Rb field, which selects a register from the register file. Rb > 31 is reserved.

The Resv field is reserved and must always contain 0.

## Memory controller

The processor communicates with the memory controller via three queues: the address queue, the write queue, and the read queue.

The memory controller processes commands in order from the address queue. A write command requires also a word from the write queue, which is then stored in the specified data address. A read command causes the word to be fetched from the specified data address and then placed in the read queue.

The processor accesses the write queue via an Rw overload. Each time an instruction specifies an unsuppressed write of Rw=31, the result of the shifter is placed onto the write queue. If necessary, the processor stalls until the write queue is non-full.

The processor accesses the read queue via an Ra overload. Each time an instruction specifies an unsuppressed read of Ra=29, the value is taken from the read queue. If necessary, the processor stalls until the read queue is non-empty.

Access to the address queue is specified via the major operation. The output of the shifter is rotated right by log base 2 of the data segment’s word size and the result is placed onto the address queue along with the indication of whether it is a read command or a write command. If necessary, the processor stalls until the address queue is non-full. Note that the address queue always contains word addresses, regardless of the data segment’s word size.

## Instruction fetch

Instructions are fetched as follows. The content of the pc is rotated right by log base 2 of the code segment’s word size and the result is used as the word address of the instruction to fetch.

# Simulator

The simulator implements 0x10000 words of code memory and 0x10000 words of data memory. The simulator supports all word size options. Memory accesses are performed instantly, with requests being taken from the address and write queues and results placed on the read queue with no simulated delay. An attempt to access a nonexistent memory address produces an error message. An attempt to read from an empty read queue also produces an error message.

## Memory mapped ASLI interface

In addition to the data memory, the simulated memory controller has a memory mapped ASLI interface at address queue value 0x80000000 (independent of word size) that connects with the console. Note that the shifter result that the CPU has to generate in order to create this address queue value depends on the data segment’s word size.

The ASLI interface uses a word with the format:

![](data:image/x-emf;base64,AQAAAGwAAAADAAAAAgAAAG4CAAA1AAAAAAAAAAAAAAD8RAAAxgYAACBFTUYAAAEA8D8AAJgBAAADAAAAAAAAAAAAAAAAAAAAAAUAAAAEAABoAQAAIAEAAAAAAAAAAAAAAAAAAEB+BQAAZQQARgAAACwAAAAgAAAARU1GKwFAAQAcAAAAEAAAAAIQwNsBAAAAYAAAAGAAAABGAAAA5AAAANgAAABFTUYrMEACABAAAAAEAAAAAACAPx9ABAAMAAAAAAAAAB5ABQAMAAAAAAAAAB1AAAAUAAAACAAAAAIAAAA8AAAACEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQNIAAAAPAAAAAIQwNsFAAAAAAAAAA50qkD5xShCgu4aRPnFKEKC7hpE+cVyQA50qkD5xXJADnSqQPnFKEIAAQEBgQAABRVAAQAQAAAABAAAAAAAAAAhAAAACAAAAGIAAAAMAAAAAQAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVgAAADAAAAADAAAAAgAAAG4CAAAsAAAABQAAAFYApAK8JqQCvCY9AFYAPQBWAKQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAAAb6C5Ck18CQhvoLkL5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAAKgAAAB8AAAAuAAAALAAAAAIAAAC8AgoCvAKkAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAA2kCkQpNfAkLaQKRC+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAFAAAAAfAAAAVAAAACwAAAACAAAAIgUKAiIFpAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAOi0e0KTXwJC6LR7QvnFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAAA9AAAAHwAAAEEAAAAsAAAAAgAAAO8DCgLvA6QCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAAC4ng1Dk18CQrieDUP5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAAjAAAAB8AAACQAAAALAAAAAIAAADaCAoC2gikAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAApw3xQvnFKEKnDfFCDnQAQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAHcAAAAeAAAAegAAACwAAAACAAAAiQekAokHAgIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAKcNyEGTXwJCpw3IQfnFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAAAXAAAAHwAAABsAAAAsAAAAAgAAAJEBCgKRAaQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAADUhlhDk18CQtSGWEP5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAA1wAAAB8AAADaAAAALAAAAAIAAACJDQoCiQ2kAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAAB7prQ5NfAkIHumtD+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAOoAAAAfAAAA7gAAACwAAAACAAAAvA4KArwOpAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAADrtfkP5xShCOu1+Qw50AEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAAD9AAAAHgAAAAEBAAAsAAAAAgAAAO8PpALvDwICJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAABqQ5xDk18CQmpDnEP5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAANwEAAB8AAAA6AQAALAAAAAIAAACJEwoCiROkAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAAA92lQ5NfAkID3aVD+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAEoBAAAfAAAATgEAACwAAAACAAAAvBQKArwUpAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAJ12r0P5xShCnXavQxhLBEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAABdAQAAHwAAAGEBAAAsAAAAAgAAAO8VpALvFRICJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAAA3ELlDk18CQjcQuUP5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAAcAEAAB8AAAB0AQAALAAAAAIAAAAiFwoCIhekAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAA0KnCQzfQA0LQqcJDnTYqQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAIMBAAAfAAAAhwEAACwAAAACAAAAVhgQAlYYqQIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAOG6zEOTXwJC4brMQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAACYAQAAHwAAAJsBAAAsAAAAAgAAAJgZCgKYGaQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAAApnPNDk18CQimc80P5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAA5QEAAB8AAADpAQAALAAAAAIAAAB0HgoCdB6kAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAAPSoDRJNfAkI9KgNE+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAAAsCAAAfAAAADwIAACwAAAACAAAAyyAKAssgpAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAHFdFkRI4QBCcV0WRK5HJ0IAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAABYAgAAHgAAAFsCAAAsAAAAAgAAAJglBAKYJZ4CJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAACkkBFE+cUoQqSQEUSW/P5BAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAEAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAQAAACUAAAAMAAAABQAAgFcAAAAkAAAARAIAAB4AAABIAgAALAAAAAIAAABlJKQCZST+ASUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAQAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAANxDpQxvohEA3EOlDnTYqQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAABAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAEAAAAlAAAADAAAAAUAAIBXAAAAJAAAANABAAACAAAA1AEAACwAAAACAAAAIh1DACIdqQIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAEAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAK6HiUOTXwJCroeJQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAQAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAABAAAAJQAAAAwAAAAFAACAVwAAACQAAAARAQAAHwAAABUBAAAsAAAAAgAAADERCgIxEaQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAABAAAARgAAAMAAAAC0AAAARU1GKypAAAAkAAAAGAAAAAAAwEIAAAAAAAAAAAAAwEJmJv9DiYggQQhAAgYwAAAAJAAAAAIQwNsAjuM9AAAAAAAAAAAAAAAABQAAAEEAUgBJAEEATAAAADZAAoBcAAAAUAAAAAAAAP8BAAAAAQAAAAQAAABCAHkAdABlAADtBD4A6RM+ANBQPgDpEz4A2oQ+AOkTPgColD4A6RM+AACAPwAAAAAAAAAAAACAPwAAAAAAAAAAEgAAAAwAAAABAAAAGAAAAAwAAAAAAAAAFgAAAAwAAAAYAAAAUgAAAHABAAABAAAA9f///wAAAAAAAAAAAAAAAJABAAAAAAAABwAEAEEAcgBpAGEAbAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEQq7WNYIicAYCrtY0Qq7WMcWRIAjX/oYziaxgE4msYBjFkSADBZEgC0kWF37JFhd3QvCbc4msYBOJrGAYxZEgCECgkABFkSAAAAAAC0fhIAulFmd7TnesAmqAFgAAAAAHwHAALJoAFgAAAAAHwHAAIAAAAAZqABYAAAAAAAAAAAjFkSAKTXDwL8WRIAug4cYIhZEgAAAAAAAAAAAAEAAAD4aRIA1g4cYAEAAAAAAAAAAAAAAAAAAAAAAGkAcwBpAG8ARABvAGMAdQBtAGUAbgB0AAAAAAAAAAAAAADK+5I5tMenAgAAAAAAAAAAAAAAAAAAAAAAAAAAZHYACAAAAAAlAAAADAAAAAEAAABUAAAAZAAAAAsCAAANAAAAHgIAABoAAAABAAAAAADhQQAA4UELAgAAGAAAAAQAAABMAAAAAAAAAAAAAAAAAAAA//////////9UAAAAQgB5AHQAZQAHAAAABQAAAAMAAAAAAAAAJQAAAAwAAAANAACARgAAANAAAADEAAAARU1GKytAAAAMAAAAAAAAACpAAAAkAAAAGAAAAAAAwEIAAAAAAAAAAAAAwEKamTFB7FHoQDZAAoCQAAAAhAAAAAAAAP8BAAAAAQAAAAkAAAB1AG4AZABlAGYAaQBuAGUAZAAA9vM/AOkTPuDe+z8A6RM+4OMBQADpEz5Q2AVAAOkTPsDMCUAA6RM+gMYLQADpEz7wWg1AAOkTPmBPEUAA6RM+0EMVQADpEz4AAIA/AAAAAAAAAAAAAIA/AAAAAAAAAAAAABIAAAAMAAAAAQAAABgAAAAMAAAAAAAAABYAAAAMAAAAGAAAACUAAAAMAAAAAQAAAFQAAACEAAAAwgAAAAoAAADvAAAAFwAAAAEAAAAAAOFBAADhQcIAAAAVAAAACQAAAEwAAAAAAAAAAAAAAAAAAAD//////////2AAAAB1AG4AZABlAGYAaQBuAGUAZAAAAAYAAAAGAAAABgAAAAYAAAADAAAAAgAAAAYAAAAGAAAAAAAAACUAAAAMAAAADQAAgEYAAACYAAAAjAAAAEVNRisrQAAADAAAAAAAAAAIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAAe1TWQ/nFckB7VNZD+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAACAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAIAAAAlAAAADAAAAAUAAIBXAAAAJAAAAKsBAAACAAAArwEAACwAAAACAAAAyxo9AMsapAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAIAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAABTu30P5xXJAFO7fQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAgAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAACAAAAJQAAAAwAAAAFAACAVwAAACQAAAC+AQAAAgAAAMIBAAAsAAAAAgAAAP4bPQD+G6QCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAACAAAARgAAAHwAAABwAAAARU1GKypAAAAkAAAAGAAAAAAAwEIAAAAAAAAAAAAAwEJ71MpDxpIVQjZAAoBIAAAAPAAAAAAAAP8BAAAAAQAAAAIAAAAxADAAAGiLPQDpEz4A+wQ+AOkTPgAAgD8AAAAAAAAAAAAAgD8AAAAAAAAAABIAAAAMAAAAAQAAABgAAAAMAAAAAAAAABYAAAAMAAAAGAAAACUAAAAMAAAAAQAAAFQAAABYAAAAnAEAACgAAACmAQAANQAAAAEAAAAAAOFBAADhQZwBAAAzAAAAAgAAAEwAAAAAAAAAAAAAAAAAAAD//////////1AAAAAxADAABgAAAAAAAAAlAAAADAAAAA0AAIBGAAAAiAAAAHwAAABFTUYrK0AAAAwAAAAAAAAAKkAAACQAAAAYAAAAAADAQgAAAAAAAAAAAADAQqRwHUDGkhVCNkACgEgAAAA8AAAAAAAA/wEAAAABAAAAAgAAADMAMQAAaIs9AOkTPgD7BD4A6RM+AACAPwAAAAAAAAAAAACAPwAAAAAAAAAAEgAAAAwAAAABAAAAGAAAAAwAAAAAAAAAFgAAAAwAAAAYAAAAJQAAAAwAAAABAAAAVAAAAFgAAAAJAAAAKAAAABEAAAA1AAAAAQAAAAAA4UEAAOFBCQAAADMAAAACAAAATAAAAAAAAAAAAAAAAAAAAP//////////UAAAADMAMQAGAAAAAAAAACUAAAAMAAAADQAAgEYAAACAAAAAdAAAAEVNRisrQAAADAAAAAAAAAAqQAAAJAAAABgAAAAAAMBCAAAAAAAAAAAAAMBCtSEWRMaSFUI2QAKAQAAAADQAAAAAAAD/AQAAAAEAAAABAAAAMAAArso9AOkTPgAAgD8AAAAAAAAAAAAAgD8AAAAAAAAAAAAAEgAAAAwAAAABAAAAGAAAAAwAAAAAAAAAFgAAAAwAAAAYAAAAJQAAAAwAAAABAAAAVAAAAFQAAABiAgAAKAAAAGYCAAA1AAAAAQAAAAAA4UEAAOFBYgIAADMAAAABAAAATAAAAAAAAAAAAAAAAAAAAP//////////UAAAADAAAP8AAAAAJQAAAAwAAAANAACARgAAAIAAAAB0AAAARU1GKytAAAAMAAAAAAAAACpAAAAkAAAAGAAAAAAAwEIAAAAAAAAAAAAAwEIpHOhDtYEUQjZAAoBAAAAANAAAAAAAAP8BAAAAAQAAAAEAAAA3AACuyj0A6RM+AACAPwAAAAAAAAAAAACAPwAAAAAAAAAAAAASAAAADAAAAAEAAAAYAAAADAAAAAAAAAAWAAAADAAAABgAAAAlAAAADAAAAAEAAABUAAAAVAAAANoBAAAoAAAA3gEAADUAAAABAAAAAADhQQAA4UHaAQAAMwAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAANwACgAAAAAAlAAAADAAAAA0AAIBGAAAAmAAAAIwAAABFTUYrK0AAAAwAAAAAAAAACEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAG0gMkOTXwJCbSAyQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAgAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAACAAAAJQAAAAwAAAAFAACAVwAAACQAAACwAAAAHwAAALQAAAAsAAAAAgAAACILCgIiC6QCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAACAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAADXwwxESOEAQtfDDESuRydCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAIAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAgAAACUAAAAMAAAABQAAgFcAAAAkAAAAMQIAAB4AAAA1AgAALAAAAAIAAAAxIwQCMSOeAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAgAAAEYAAAB0AAAAaAAAAEVNRisqQAAAJAAAABgAAAAAAMBCAAAAAAAAAAAAAMBCjOXUQwc6E0I2QAKAQAAAADQAAAAAAAD/AQAAAAEAAAABAAAAOQAArso9AOkTPgAAgD8AAAAAAAAAAAAAgD8AAAAAAAAAAAAAEgAAAAwAAAABAAAAGAAAAAwAAAAAAAAAFgAAAAwAAAAYAAAAJQAAAAwAAAABAAAAVAAAAFQAAACzAQAAKAAAALcBAAA1AAAAAQAAAAAA4UEAAOFBswEAADMAAAABAAAATAAAAAAAAAAAAAAAAAAAAP//////////UAAAADkAAAAAAAAAJQAAAAwAAAANAACARgAAAIAAAAB0AAAARU1GKytAAAAMAAAAAAAAACpAAAAkAAAAGAAAAAAAwEIAAAAAAAAAAAAAwEIYi91DBzoTQjZAAoBAAAAANAAAAAAAAP8BAAAAAQAAAAEAAAA4AACuyj0A6RM+AACAPwAAAAAAAAAAAACAPwAAAAAAAAAAAAASAAAADAAAAAEAAAAYAAAADAAAAAAAAAAWAAAADAAAABgAAAAlAAAADAAAAAEAAABUAAAAVAAAAMUBAAAoAAAAyQEAADUAAAABAAAAAADhQQAA4UHFAQAAMwAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAAOAAAAAAAAAAlAAAADAAAAA0AAIBGAAAAmAAAAIwAAABFTUYrK0AAAAwAAAAAAAAACEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAACncH0OTXwJCKdwfQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAgAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAACAAAAJQAAAAwAAAAFAACAVwAAACQAAACeAAAAHwAAAKIAAAAsAAAAAgAAAP4JCgL+CaQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAACAAAARgAAAJAAAACEAAAARU1GKypAAAAkAAAAGAAAAAAAAAAAAMDCAADAQgAAAADyy9VDH4UqQjZAAoBcAAAAUAAAAAAAAP8BAAAAAQAAAAQAAABYAG0AaQB0AABAyT0A6RM+AIMwPgDpEz4ApYc+AOkTPoBIlD4A6RM+AACAPwAAAAAAAAAAAACAPwAAAAAAAAAAEgAAAAwAAAABAAAAGAAAAAwAAAAAAAAAFgAAAAwAAAAYAAAAKAAAAAwAAAABAAAAUgAAAHABAAABAAAA9f///wAAAACEAwAAhAMAAJABAAAAAAAABwAEAEEAcgBpAGEAbAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAOFkSACxjhjm0HbQC/////wgAAAAgAgAAAAAAABIAAAC0////tP///yACAABYAgAAAgAAAIABAABTN4Y5AQAAAAAAAAAAACcACCctABwAAAABAAAAEgCyADcBAAAcAAAACQAAAAgAAACQIS0AAQAAAAAnLQBYWRIAg1jUdwAALQDKFgocAAAAAKBZEgD7V1N3AAAnAAAAAAARWFN35fETt8oWChwIJy0AwGBrdq5dhjlEuacCGLmnAmxZEgAAAAocBGMSAIniT3dd8FLA/v///xFYU3fDKWh2CCctAKhPMQC9FiFgAAABAKhPMQDYWRIAq0lodsBga3bAYGt2ZHYACAAAAAAlAAAADAAAAAEAAABUAAAAVAAAAK4BAAAbAAAAuwEAACEAAAABAAAAAADhQQAA4UG5AQAAIQAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAAWAAAAAAAAABUAAAAVAAAAK4BAAATAAAAuwEAABoAAAABAAAAAADhQQAA4UG5AQAAGgAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAAbQAAAAAAAABUAAAAVAAAAK4BAAAQAAAAuwEAABEAAAABAAAAAADhQQAA4UG5AQAAEQAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAAaQAAAAAAAABUAAAAVAAAAK4BAAANAAAAuwEAABAAAAABAAAAAADhQQAA4UG5AQAADwAAAAEAAABMAAAAAAAAAAAAAAAAAAAA//////////9QAAAAdAAAAAAAAAAlAAAADAAAAA0AAIBGAAAAmAAAAIwAAABFTUYrK0AAAAwAAAAAAAAACEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAAr3B0STXwJCCvcHRPnFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAgAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAACAAAAJQAAAAwAAAAFAACAVwAAACQAAAAeAgAAHwAAACICAAAsAAAAAgAAAP4hCgL+IaQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAACAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAABZMv1Dk18CQlky/UP5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAIAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAgAAACUAAAAMAAAABQAAgFcAAAAkAAAA+QEAAB8AAAD8AQAALAAAAAIAAACnHwoCpx+kAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAgAAAEYAAACMAAAAgAAAAEVNRisIQAACQAAAADQAAAACEMDbAAAAAM4AAAAAAAAAj8J1PwIAAAACAAAAAgAAAAIAAAAAAAAAAhDA2wAAAAAAAAD/CEABAywAAAAgAAAAAhDA2wIAAAAAAAAA1+OSQ5NfAkLX45JD+cUoQgABAQEVQAEAEAAAAAQAAAAAAAAAJAAAACQAAAAAAIA9AAAAAAAAAAAAAIA9AAAAAAAAAAACAAAAXwAAADgAAAACAAAAOAAAAAAAAAA4AAAAAAAAAAAAAQAPAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlAAAADAAAAAIAAAAlAAAADAAAAAUAAIBXAAAAJAAAACQBAAAfAAAAKAEAACwAAAACAAAAXRIKAl0SpAIlAAAADAAAAAcAAIAlAAAADAAAAAAAAIAkAAAAJAAAAAAAgEEAAAAAAAAAAAAAgEEAAAAAAAAAAAIAAAAoAAAADAAAAAIAAABGAAAAjAAAAIAAAABFTUYrCEAAAkAAAAA0AAAAAhDA2wAAAADOAAAAAAAAAI/CdT8CAAAAAgAAAAIAAAACAAAAAAAAAAIQwNsAAAAAAAAA/whAAQMsAAAAIAAAAAIQwNsCAAAAAAAAAI9CRkOTXwJCj0JGQ/nFKEIAAQEBFUABABAAAAAEAAAAAAAAACQAAAAkAAAAAACAPQAAAAAAAAAAAACAPQAAAAAAAAAAAgAAAF8AAAA4AAAAAgAAADgAAAAAAAAAOAAAAAAAAAAAAAEADwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJQAAAAwAAAACAAAAJQAAAAwAAAAFAACAVwAAACQAAADEAAAAHwAAAMgAAAAsAAAAAgAAAGUMCgJlDKQCJQAAAAwAAAAHAACAJQAAAAwAAAAAAACAJAAAACQAAAAAAIBBAAAAAAAAAAAAAIBBAAAAAAAAAAACAAAAKAAAAAwAAAACAAAARgAAAIwAAACAAAAARU1GKwhAAAJAAAAANAAAAAIQwNsAAAAAzgAAAAAAAACPwnU/AgAAAAIAAAACAAAAAgAAAAAAAAACEMDbAAAAAAAAAP8IQAEDLAAAACAAAAACEMDbAgAAAAAAAAAfhcxCk18CQh+FzEL5xShCAAEBARVAAQAQAAAABAAAAAAAAAAkAAAAJAAAAAAAgD0AAAAAAAAAAAAAgD0AAAAAAAAAAAIAAABfAAAAOAAAAAIAAAA4AAAAAAAAADgAAAAAAAAAAAABAA8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACUAAAAMAAAAAgAAACUAAAAMAAAABQAAgFcAAAAkAAAAZAAAAB8AAABoAAAALAAAAAIAAABlBgoCZQakAiUAAAAMAAAABwAAgCUAAAAMAAAAAAAAgCQAAAAkAAAAAACAQQAAAAAAAAAAAACAQQAAAAAAAAAAAgAAACgAAAAMAAAAAgAAAEYAAACQAAAAhAAAAEVNRisqQAAAJAAAABgAAAAAAAAAAADAwgAAwEIAAAAAUnjfQ1nyKkI2QAKAXAAAAFAAAAAAAAD/AQAAAAEAAAAEAAAAUgBlAGMAdgAAlKk9AOkTPgD1Jj4A6RM+ADxmPgDpEz4AkI8+AOkTPgAAgD8AAAAAAAAAAAAAgD8AAAAAAAAAABIAAAAMAAAAAQAAABgAAAAMAAAAAAAAABYAAAAMAAAAGAAAACUAAAAMAAAAAQAAAFQAAABUAAAAwgEAAB0AAADPAQAAIwAAAAEAAAAAAOFBAADhQc0BAAAjAAAAAQAAAEwAAAAAAAAAAAAAAAAAAAD//////////1AAAABSAAAAAAAAAFQAAABUAAAAwgEAABYAAADPAQAAGwAAAAEAAAAAAOFBAADhQc0BAAAbAAAAAQAAAEwAAAAAAAAAAAAAAAAAAAD//////////1AAAABlAACAAAAAAFQAAABUAAAAwgEAABAAAADPAQAAFQAAAAEAAAAAAOFBAADhQc0BAAAVAAAAAQAAAEwAAAAAAAAAAAAAAAAAAAD//////////1AAAABjAIBBAAAAAFQAAABUAAAAwgEAAAsAAADPAQAAEAAAAAEAAAAAAOFBAADhQc0BAAAQAAAAAQAAAEwAAAAAAAAAAAAAAAAAAAD//////////1AAAAB2AAAAAAAAACUAAAAMAAAADQAAgEYAAAAcAAAAEAAAAEVNRisrQAAADAAAAAAAAABMAAAAZAAAAAQAAAADAAAAbQIAADUAAAAEAAAAAwAAAGoCAAAzAAAAKQCqAAAAAAAAAAAAAACAPwAAAAAAAAAAAACAPwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIgAAAAwAAAD/////RgAAABwAAAAQAAAARU1GKwJAAAAMAAAAAAAAAA4AAAAUAAAAAAAAABAAAAAUAAAA)

Reading the word gives the following status:

Xmit 1 = the transmitter is ready for another byte

Recv 1 = the receiver has a byte ready to read

Byte the byte the receiver has ready, if any

Writing the word has the following effects:

Xmit 1 = provide a byte to the transmitter, assuming it was ready

Recv 1 = acknowledge the byte from the receiver, assuming it was ready

Byte the byte provided to the transmitter, if any

The simulator connects the ASLI interface to the console. If the simulator is not run from a console (for example, when run from inside an emacs shell), then input is not possible due to deficiencies in Windows. In such a case output will happen normally but it will appear that the receiver never has a byte ready to read.

## Simulator controls

The simulator takes special notice of any instruction which has const=0 and Fun=OR. After interpreting such an instruction, it interprets the count field (which is unused in this instruction by the Beehive CPU architecture) as a special control. See the simctrl instruction in section 2.8.10 for how to create such an instruction in the assembler. The controls are:

0 no operation

1 exit simulator (normal termination)

2 start tracing instructions onto the console output

3 stop tracing instructions

4…31 reserved